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Unix File and Directory Permissions

This document describes file and directory permissions on Unix and Unix-like systems.  Unix-like systems include 
Linux systems and Mac OS X systems.

Unix File/Directory User Classes

On a Unix system, each file or directory has three classes of users: owner, group, and others:

• A file/directory has an owner.  A file/directory's owner is the user who created it.  A file/directory's owner 
can issue chmod commands to change its permissions.

• A file/directory has a group.  A group is a set of users.  The owner of the file/directory can issue chgrp 
commands to change a file/directory's group to any other group of which the owner is a member.

• Others are everyone else!

You can issue the id command to determine the groups to which you belong.  For example, consider this command:

courselab01:~/demo/Unix$ id
uid=42579(rdondero) gid=33 groups=33 
context=unconfined_u:unconfined_r:unconfined_t:s0-s0:c0.c1023

The output indicates that the user's id is 42579, which has the name rdondero.  The user rdondero belongs to 
one group whose id is 33.

The groups to which you belong are determined by the Unix system administrators.  An ordinary user cannot change
the groups to which he/she belongs.

Unix File Permissions

On a Unix system each file has read, write, and/or execute permissions.

• If a file has read permissions for its owner, its group, or others, then its owner, its group, or others can 

examine the contents of a file (via cat, more, less, xxd, emacs, etc.).

• If a file has write permissions for its owner, its group, or others, then its owner, its group, or others can 

change the contents of that file (via emacs, etc.).

• If a file has execute permissions for its owner, its group, or others, then its owner, its group, or others can 

execute that file as a command.  It makes sense to give a file execute permissions if and only if it contains 

executable code:  executable binary code, a Bash shell script, a Python script, etc.
 

You can issue the ls -al command (aliased in your .bashrc file to ll) to determine the owner, group, and 
permissions of your files.  For example, consider this command:

courselab01:~/demo/Unix$ ll
total 147
drwx------. 2 rdondero 33   76 Sep 13 00:56 .
drwx------. 9 rdondero 33  165 Sep 13 00:55 ..
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-rw-------. 1 rdondero 33   71 Sep 13 01:02 mydata.txt
-rwx------. 1 rdondero 33 6412 Sep 13 01:02 mypgm
-rw-------. 1 rdondero 33   80 Sep 13 01:02 mypgm.c

The first boldfaced line of the output indicates that:

• The working directory contains a file/directory named mydata.txt. 
• The owner of mydata.txt is rdondero.
• The group of mydata.txt is 33.
• The mydata.txt file has permissions that are indicated by the -rw------- permission string.

The -rw------- permission string is interpreted as follows:

• The first character (-) indicates that mydata.txt is a file, not a directory.
• The next three characters (rw-) indicate that owner rdondero has read and write permissions, but not 

execute permissions.
• The next three characters (---) indicate that the group 33 has no permissions.
• The next three characters (---) indicate that others have no permissions.

The second boldfaced line of the output indicates that:

• The working directory contains a file/directory named mypgm. 
• The owner of mypgm is rdondero.
• The group of mypgm is 33.
• The mypgm file has permissions that are indicated by the -rwx------ permission string.

The -rwx------ permission string is interpreted as follows:

• The first character (-) indicates that mypgm is a file, not a directory.
• The next three characters (rwx) indicate that owner rdondero has read, write, and execute permissions.
• The next three characters (---) indicate that the group 33 has no permissions.
• The next three characters (---) indicate that others have no permissions.

You can issue the chmod command to change file permissions.  For example, consider this command:

chmod 644 mydata.txt

To understand that command, think of 644 as an octal (that is, a base 8) number.  Then convert it to binary, yielding 
this result:

110100100

Then convert that binary number to a permission string using this approach:  by position, consider each 1 to indicate 
the presence of a permission, and each 0 to indicate the absence of a permission.  This is the result:

rw-r--r--

So that chmod command gives rw-r--r-- permissions to the mydata.txt file.  A subsequent ll command 
confirms that:

courselab01:~/demo/Unix$ ll
total 147
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drwx------. 2 rdondero 33   76 Sep 13 00:56 .
drwx------. 9 rdondero 33  165 Sep 13 00:55 ..
-rw-r--r--. 1 rdondero 33   71 Sep 13 01:02 mydata.txt
-rwx------. 1 rdondero 33 6412 Sep 13 01:02 mypgm
-rw-------. 1 rdondero 33   80 Sep 13 01:02 mypgm.c

Issuing the command:

chmod 600 mydata.txt

changes the permissions of mydata.txt back to rw-------.

Unix Directory Permissions

On a Unix system each directory, like each file, has read, write, and/or execute permissions.  The key is to think of a 
directory as a table of file and directory names:

• If a directory has read permissions for its owner, its group, or others, then its owner, its group, or others can
examine the table, that is, can find out what files are in the directory by issuing a ls command.

• If a directory has write permissions for its owner, its group, or others, then its owner, its group, or others 
can change the table, that is, can create new files/directories in the directory, remove files/directories from 
the directory, or rename files/directories in the directory.

• If a directory has execute permissions for its owner, its group, or others, then its owner, its group, or others 
can visit the table, that is, can cd to that directory. If a directory also has read permissions for its owner, its 
group, or others, then its owner, its group, or others can copy files from that directory.

You can issue the ls -al command (aliased to ll) to determine the owner, group, and permissions of your 
directories.  For example, consider this command:

courselab01:~/demo/Unix$ ll
total 147
drwx------. 2 rdondero 33   76 Sep 13 00:56 .
drwx------. 9 rdondero 33  165 Sep 13 00:55 ..
-rw-------. 1 rdondero 33   71 Sep 13 01:02 mydata.txt
-rwx------. 1 rdondero 33 6412 Sep 13 01:02 mypgm
-rw-------. 1 rdondero 33   80 Sep 13 01:02 mypgm.c

The boldfaced line indicates that the working directory ("."):
 

• Is owned by rdondero.
• Has group 33.
• Has permissions that are indicated by the permission string drwx------

The drwx------ permission string is interpreted as follows:

• The first character (d) indicates that "." is a directory, not a file.
• The next three characters (rwx) indicate that owner rdondero has read, write, and execute permissions.
• The next three characters (---) indicate that the group 33 has no permissions.
• The next three characters (---) indicate that others have no permissions.

You can issue the chmod command to change directory permissions.  For example, consider this command:
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chmod 711 .

Convert the octal number 711 to binary:

111001001

And then convert that binary number to a permission string:

rwx--x--x

So that chmod command gives rwx—x--x permissions to the working directory.  A subsequent ll command 
confirms that:

courselab01:~/demo/Unix$ ll
total 147
drwx--x--x. 2 rdondero 33   76 Sep 13 00:56 .
drwx------. 9 rdondero 33  165 Sep 13 00:55 ..
-rw-------. 1 rdondero 33   71 Sep 13 01:02 mydata.txt
-rwx------. 1 rdondero 33 6412 Sep 13 01:02 mypgm
-rw-------. 1 rdondero 33   80 Sep 13 01:02 mypgm.c

The command:

chmod 700 .

gives rwx------ permissions to the working directory, thus changing its permissions back to their original values.
A ll command confirms that:

courselab01:~/demo/Unix$ ll
total 147
drwx------. 2 rdondero 33   76 Sep 13 00:56 .
drwx------. 9 rdondero 33  165 Sep 13 00:55 ..
-rw-------. 1 rdondero 33   71 Sep 13 01:02 mydata.txt
-rwx------. 1 rdondero 33 6412 Sep 13 01:02 mypgm
-rw-------. 1 rdondero 33   80 Sep 13 01:02 mypgm.c

Interaction of File and Directory Permissions

File/directory permissions are subject to permissions on the parent directories.  For example, consider the file 
/u/rdondero/demo/Unix/mydata.txt.  If I wanted to allow others to read that file, then I would give 644 
permissions to the mydata.txt file, so others have read permission on that file.  But that would not be enough.  I 
also would need to give:

• 711 permissions to the Unix directory so others have execute permission and thereby can visit it.
• 711 permissions to the demo directory so others have execute permission and thereby can visit it.
• 711 permissions to the rdondero directory so others have execute permission and thereby can visit it.

The u directory already has 755 permissions, and the / directory already has 555 permissions.
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